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A list of acronyms used in this document.
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Acronym Definition

DCE Device Constraint Editor

DSP Digital Signal Processor

EBR Embedded Block RAM

FF Flip-Flop

GSR General Set/Reset

LSR Local Set/Reset

LSE Lattice Synthesis Engine

pdc Post-Synthesis Constraint file
PIC Programmable 1/0 Controller
PLC Programmable Logic Controller
PMU Power Management Unit
POR Power-On-Reset

RTL Register-Transfer Level

STA Static Timing Analysis
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1. Introduction

The purpose of this document is to provide information on how the user Global Set/Reset (GSR) is utilized in Nexus Platform
Devices. Guidelines and Instructions are provided on when to use or not to use GSR resource. This user guide also includes
usage cases of GSR in hardware, simulation, and reveal.

Nexus Platform devices contain Global Set/Reset resources. GSR is a hardware resource provides dedicated routing on the
registers found in the device, this allows users to initialize all the registered elements of the design that have the resource
enabled. The resource is a convenient mechanism to allow the design components to be initialized without using any
additional routing resources in the device.

There are two primary ways to take advantage of the GSR hardware resource in the design:
e Use the GSR to initialize all components on the FPGA.
e Use the GSR to eliminate any additional routing resources needed for one reset in a multiple reset design.

Typically, if a design has a single set or reset to Initialize all components on the FPGA, users can use GSR for this reset signal.
For a multi reset design, the reset with the highest fanout is usually selected to drive the GSR resource.

The implementation of the GSR resource is tightly controlled by the Radiant tool as directed implicitly by tool defaults or
explicitly by the user. Each Nexus Platform device contains 1 GSR. Radiant implements GSR resource to be Asynchronous and
is utilized automatically by the tool. GSR resource can be controlled in the following ways:

e  RTL-level: GSR primitive can be manually instantiated in user design.

e Synthesis Level: GSR utilization can be changed through the “Force GSR” setting found in Strategy options.

e Map Level: GSR can be used through Idc_set_attribute defined in *.pdc, or controlling through Radiant’ s DCE.

Notes:

e In the Inferred GSR and User-Specified Inferred GSR usage cases, the software only connects elements with an
asynchronous set or reset to GSR. Elements requiring a synchronous set or reset uses only local routing.

e The primitive information of GSR can be found on Radiant help (Reference Guides > FPGA Libraries Reference Guide >
Alphanumeric Primitives List > GSR).

1.1. GSR Pros and Cons

GSR may not be suitable for all use cases, and it has its own advantages and disadvantages. While it may not be suitable for
larger FPGAs, it remains popularly used in small scale FPGA designs.

1.1.1. Pros

e The GSR can be used to set or reset all components on FPGA if there is only one set or reset signal for the entire design.

e Reduces routing congestions by using dedicated global resources.

e Easily inferable from user RTL.

e Lower skew than general purpose routing so it provides a better path for resetting registers distributed throughout the
device.

1.1.2. Cons

e May cause initialization issues on high-speed designs due to greater latency GSR distribution delays and associated
inconsistent GSR release timing with respect to clocks.

e Only one GSR available for the designs with multiple resets.

eGSR signals delays are not covered by Static Timing Analysis.

www.latticesemi.com/legal
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1.2. Async GSR vs Sync GSR

User GSR is designed for user-controlled set or reset that can be set as asynchronous or synchronous. The GSR primitive must
be instantiated to make use of and specify a synchronous set or reset. The SYNCMODE parameter in the instantiated GSR
primitive can take the values “SYNC” & “ASYNC” to specify a synchronous or an asynchronous GSR instantiation.
Fundamentally, asynchronous user GSR activates as soon it is asserted while for synchronous user GSR only activates on a
positive or negative clock edge.

The synchronous GSR has a requirement of de-assertion within 1 clock cycle to properly perform synchronous reset of PLC
registers state. After the synchronous reset, the user logic can start on the next clock cycle.

© 2023 Lattice Semiconductor Corp. All Lattice trademarks, registered trademarks, patents, and disclaimers are as listed at www.latticesemi.com/legal.
All other brand or product names are trademarks or registered trademarks of their respective holders. The specifications and information herein are subject to change without notice.
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2. GSR Usage Cases

The Global Set/Reset resource can be controlled in any stage of the implementation flow. GSR can be used through utilization
in synthesis, map, RTL, and constraint file. Synthesis and Map infers the GSR resource according to the defined rules. GSR in
RTL can be used by utilizing the GSR primitive in the design and manually defining the desired input net/port. GSR can also
be defined using constraints in the *.pdc.

In Radiant, there are generally four usage cases with respect to initialization of set/resets; The four usage cases are as follows:
e Inferred GSR

User-Specified GSR

Instantiated GSR

LSR (or No GSR)

Each usage is explained and implemented in the succeeding sections.

2.1. Inferred GSR through Strategy Settings

Inferred GSR is an option where software automatically determines which set or reset signal in the design utilizes the GSR
resource/routing. This usage case a common choice for many applications. The software tool determines the set or reset
signal with the most loads and selects it to drive the GSR resource. This generally frees the most fabric routing resources and
leads to reduced congestion elsewhere in the design. The Inferred GSR usage case can also be used whether the design has a
single or multiple resets.

When user design is synthesized and/or mapped, the tool attempts to infer the GSR resource to a set or reset net that is

asynchronous and has the highest fanout.

e The tool enables Synthesis Inference of GSR for LSE. Thus, in the case of LSE, the synthesis tool automatically infers the
GSR during the synthesis process by default.

e The tool enables Auto for Synplify Pro. Consequently, for Synplify Pro, the software tool determines whether the user's
design requires GSR resource inference, providing flexibility in making such decisions.

The Inferred GSR usage case is the simplest to use. If everything is left to default software settings and no GSR component is

instantiated in the design, then the software implements a design using GSR for the set or reset signal with the highest fan-

out.

Notes:

e Signal utilizing the GSR can change for Inferred Case if Design modifications are implemented.

e  LSE checks encrypted modules for GSR instantiations. If LSE finds a GSR instance or attribute in a module, LSE does not
infer GSR in Synthesis (Force GSR = False in Synthesis Design Strategy Settings) and instead passes the GSR information
to Map to handle.

Inferred GSR is the recommended usage case unless any of the following conditions exist:
e [f users need to use a specific reset signal for GSR.
e [f users need to completely disable GSR.

There are two ways to infer GSR in Radiant:

e Synthesis Inferred GSR - In this option, the synthesis tool automatically selects the heavily loaded reset net, thus the user
cannot choose which reset net should be used.

e MAP inferred GSR - For this option, the users can choose which reset net to be used. It can be assigned using the LDC
constraint (i.e., ldc_set_attribute {GSR_NET=TRUE} [get_nets rstn_c]) or through the Device Constraint Editor > Global.

To infer the GSR resource, The GSR implementation in the Synthesis and Map Strategy settings are used. In Synthesis (LSE or

Synplify Pro), “Force GSR” Parameter can be set into three different options:

e AUTO, SW tools infers the GSR resource whenever it is feasible.

e  TRUE (Synplify Pro) / YES (LSE), which always infers the GSR in synthesis.

e  FALSE (Synplify Pro) / NO (LSE), which completely disables inferring of GSR. In Map, setting of inferred GSR is implement
either TRUE or FALSE during mapping process.

www.latticesemi.com/legal
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2.1.1. Synthesis Inferred GSR

This GSR resource is inferred during design synthesis. The following are the required Settings and Conditions:

1. Under Synthesis Design Strategy settings: ‘Force GSR’ = “True” (Synplify Pro) / “Yes” (LSE). Inferring GSR during Synthesis
Design is enabled.

Strategies - Strategy *
Description:
Process = Al ~ | Default
b Synthesize Design Ha:ne Type Value E
. LA Frequency (MHz) HNum
. L3 Forces Global SatBeset Pin usage.
b Post-Synthesis

= Post-Synthesis Timing Analysis

[+74 Cancel Apply Hely

Figure 2.1. Synplify Pro Strategy Setting for Force GSR

Strategies - Strategyl x
Description:
Process = Al v | | Default
- Synthesize Design :“ Type Value -
= Constraint Propagation Force GSR List Ves -
Synplify P
ynplify Pro lanore Constraint Errors T/F Auto A
=] 1se No

Forces Global Set/Reset Pin usage, {Not applicable fo

~ [F] Post-Synthesis

B Post-Synthesis Timing Analysis

oK Cancel Apply Help

Figure 2.2. Lattice Synthesis Engine Strategy Setting for Force GSR

2. Under Map Design Strategy settings: Infer GSR = “F” (UNTICKED). Inferring GSR during Map Design is disabled.

Strategies - Strategyl :
Description:
Procedd i} . = -
” - d
LSE Hama rpe e
- 5
- oat-Synthesis Infer GSR TF
-Symith A
| Post-Symthesis Timing Anabysis | Report Sigral Cross Beferernce  T/F =
- -.-AEE__ n ]
Map Timing Analygs
- Place & Route Design
o Cancel Apoly Help

Figure 2.3. Map Design Strategy Setting for Infer GSR

3. Instantiation of GSR is not present in user RTL.

4. Constraint file does not contain any user selected signal for GSR resource.

© 2023 Lattice Semiconductor Corp. All Lattice trademarks, registered trademarks, patents, and disclaimers are as listed at www.latticesemi.com/legal.
All other brand or product names are trademarks or registered trademarks of their respective holders. The specifications and information herein are subject to change without notice.
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5. Check Synplify Pro report or HDL Analyst or Radiant Netlist Analyzer to verify GSR utilization.

B File E View J 7 ‘7 Hst vw Web
BB DE@ROFQNERRE L VO W S E

Report: impl_1_syn (impl_1)
"Svnﬂmis : Resource Usage Report
- Compiler Report Part: lifcl_40-9
- Compiler Constraint Applicator
- Pre-mapping Report Register bits: 11 of 3225€ (0%)
- Clock Summary PIC Latch: 0
- Clock Conversion I/0 cells: 8
- Mapper Report
El- Timing Report
Performance Summary Details:
- Clock Relationships jecuz: 3
Interface Information FD1?3 & it
Detailed Report for Clocks - :
. Resource Utilization NV 1
Constraint Checker Report (20:05 07-Nov) LUT4- 12
El- Place and Route loB - 4
! Timing Report (20:07 07-Nov) fvHI: 1
~ Session Log (20:14 07-Nov) fvro: 1

Figure 2.4. Synplify Pro Report for GSR utilization

@ Fle Edt View Proect Run Anslysis HOLAnslyst Opons Window Web Hop
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& D~ Ports (5)
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CeFy-ee>

JORSR 70 e
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T
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Figure 2.5. Synplify Pro HDL Analyst showing GSR instance
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] impl_1.pdc - Netlist Analyzer
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Figure 2.6. Radiant Netlist Analyzer showing GSR instance

2.1.2. Map Inferred.

This GSR resource is inferred during logic Mapping. Required Settings and Conditions:

1. Under Synthesis Design Strategy settings: Force GSR = “FALSE” (Synplify Pro) / ”NO” (LSE).
2. Inferring GSR during Synthesis Design is disabled.
3. Under Map Design Strategy settings: Infer GSR = “T” (TICKED).
4. Inferring GSR during Map Design is enabled.
5. Instantiation of GSR is not present in user RTL.
6. Constraint file does not contain any User selected Signal for GSR resource.
7. With the above conditions, to verify that GSR is successfully inferred, check Map and Place and Route Reports.
Number of SGMIICDRs: 0 out of 2 (0%)
= -] Map Reports Number of EMUs: 0 ocut of 1 (0%)
Number of BNEREFl13s: 0 out of 3 (0%)
Humber of BNEREF33s: 0 out of 5 (0%)
e Number of PCIEs: 0 out of 1 (0%)
Number of I2CFIFOs: 0 out of 1 (0%)
Numbeyr of DPHYs: 0 out of 2 (0%)
¥ Map Resource Usage Number of ©Oscillators: 0 out of 1 (0%)
Humber of GSR: 1l out of 1 (100%)
Map Timing Analysis Number of Cryptographic Block: 0 out of 1 (0%)
Number of Config IP: 0 out of 1 (0%)

Figure 2.7. Map report showing GSR resource

© 2023 Lattice Semiconductor Corp. All Lattice trademarks, registered trademarks, patents, and disclaimers are as listed at www.latticesemi.com/legal.
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GSR Usage
GSR Component
The Global Set Reset (GSR) resource has been used to implement a global reset
of the design. The reset signal used for GSR control is 'rstn c'.

Figure 2.8. Map report showing GSR component

Device utilization summary:

ZSR 1/1 100% used

Figure 2.9. PAR report showing GSR Utilization

2.2. User-Specified Inferred GSR

This is the same as the Map Inferred GSR usage except that the reset signal that is specified in the constraint (*.pdc) file
determines which signal uses the GSR resource regardless of the fan-out of the signal. When there is no GSR component
instantiated in the design and a constraint exist for GSR_NET, then the software implements a design using GSR for the reset
signal specified by GSR_NET.

This usage case is best for a design with multiple resets where a specific reset is required to use GSR regardless of the fanout
of the net. User Specified inferred GSR is the preferred way of controlling GSR as it prevents changes of GSR implementation
whenever Design is changed as the resource is restricted to the declared signal.

The required setting to implement the method is stated below:

e Under Synthesis Design Strategy settings: Force GSR = “FALSE” (Synplify Pro) / ”NO” (LSE)
e Under Map Design Strategy settings: Infer GSR = “T” (TICKED)

e Instantiation of GSR is not present in user RTL.

e User-Selected signal for GSR in Constraint File

There are two ways to specify the GSR signal:
e Method 1 - Using Device Constraint Editor GSR Net settings. Tool > Device Constraint Editor > Global > Global Set Net.

Note: Implementation through Device Constraint Editor Automatically add in the constraint file (*.pdc) once users save the
changes.

{2Y Start Page Reports i top_file.v D Device Constraint Editor
k|| O~ FindText.. Name B Value
2 C\ Ports Bank3(V) Auto
» £F Instances(40) Bank6(V) Auto
By 1R Mets
Bank7(V)

¥ Global Set/Reset Net
rstn_c
Use Primary Met

Vref Locate

. Y - Filter Port Pin Global 550

Figure 2.10. DCE’s GSR net assignment
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e Method 2 — Manually defining in Constraint File (*.pdc).

‘m’ Start Page Q Reports top_file.w m impl_1.pdc*
1 ldc set_attribute {GESR NET=TRUE} [get_nets rstn c]
Figure 2.11. Constraints for GSR net assignment
To verify that the GSR net is successfully assigned:
1. Check the Map and Place & Route Report.
Number cof PCIEs: 0 out of 1 (0%)
~ [l Map Reports Number of I2CFIFOs: 0 out of 1 (0%)
Number of DPHYs: 0 out of 2 (0%)
Number of Oscillators: 0 out of 1 (0%)
© Number of GSR: 1 cut of 1 (100%)
Number cf Cryptographic Block: 0 out of 1 (0%)
® 5 5 Number of Config IP: 0 out of 1 (0%)
c s e Ug TSALL: 0 out of 1 (0%)
Number of JTAG: 0 out of 1 (0%)
Map Timing Analysis Number of SED: 0 out of 1 (0%)
Number of Clocks: 1
~ (7] Place & Route Reports . L X
Device utilization summary:
SEIO33 8/185 4% used
. g8/111 7% bonded
v SignaliPad SLICE 16/16128 <1% usasd
LUT 15/3225¢ <1% used
REG 11/32256 <1% used

~ Place & Route Timing
Analysis

Figure 2.12. Map and PAR report for GSR resource
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2.

Check the Physical Designer that GSR inferred on the defined net.

= LATTICE

Start Page Reports 4 top_file.v 4 impl_1.pdc [2] physical Designer
¥ Q- it
¢ Instances: 40 3
GMD_cZ
W2 GSR_INST
Ed VCC_cZ
Ik_pad bb_inst
ount_cry_0[0]
ount_cry_0[1]
ount_cry_0[3]
ount_reg[O]ff_inst
count_reg[11ff_inst
ount_reg[2].ff_inst
ount_reg[3].fF_inst
ount_reg[4]FF_inst port <GSR_N>, net <rstn_c»
trl_pad.bb_inst
urrent req[0Lff inst
1Y startPage Reports 4l top_fie. # impl_1.pdc [ physical Designer
& | [Qr FndTex
T » Ports
Instances(40)
» [f3 Nets
=
1~
-
Y Fie
[E Logical £ physical
Property Value
NAME GSRINST
TYPE GSR_CORE
DESIGNATOR  GSR_CORE_R23C40

{2 StartPage Reports 2 top_fie. 2 mol_t.pde [22] Physical Besigner GSR_INST
B | Modes Properties Values SitePins  Port Names Port Types
GSR_CORE
GSR ENABLED GSROUT  GSROUT Non-programmable
GSRLSYNC  ASYNC LK K signal
GSRN  GSRN signal rstn_c

Ny

Met Names

Figure 2.13. Physical Designer information for GSR net
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2.3. Instantiated GSR

The instantiated GSR is GSR implementation through instantiation of the GSR component in user design and connecting it to
the target reset signal. The GSR component must be instantiated into the FPGA design itself, not into the testbench for the
design.

GSR VHDL Syntax:
component GSR is
port (
GSRN : in std logic;
CLK : in std logic);
end component;
GSR_INST: GSR port map (GSR N=> <rst signal>, CLK => <clk signal>);

GSR Verilog HDL Syntax:
GSR GSR_INST (.GSR N (<rst_signal>), .CLK(<clk signal>));

When the GSR component is instantiated in user design, it is considered Global and connected to all elements. This usage is
a good fit for a design with a single reset.

Note: It can also be used with multiple resets in the design, but it can produce unexpected functionality in this case hence it
is not recommended.

For example, if the GSR resource is used for the reset with the largest fan-out, elements on a second reset signal are still reset
by the first reset signal. One possible solution is to set the GSR (Global Set/Reset) disable attribute on the logic that should
not be affected by the GSR signal (Refer to Section 3. Controlling GSR in Module/Component level to know how use the
attribute). By doing this, the specific logic will not be sensitive to the GSR signal and will not be affected by it. This approach
allows for more control and flexibility in handling the GSR signal within the system.

Additionally, any registers with a synchronous reset are attached to their local reset as well as the GSR reset (which asserts
asynchronously), in result of Sync (LSR) vs Async (GSR), active-high (LSR) vs active-low (GSR) conflicts.

Note also that the GSR resource is active low. In the case of a register using an active high reset, that register remains
connected to the signal but has the GSR enabled. This causes the register to remain in reset. If a mix of active low and active
high resets are used in a design or a mix of synchronous and asynchronous resets are used, then the Inferred GSR usage case
should be used. In the Inferred GSR usage case, the software is able to accommodate a mix of synchronous, asynchronous,
active high, or active low. In the Instantiated GSR usage case, the user must exercise care to be consistent with the GSR
assertion levels and types. The software assumes the user knows what the design intent is and makes minimal design changes
to allow the user intent to be implemented.

To explicitly instantiate the GSR primitive:

1. Under Synthesis Design Strategy settings: Force GSR = “FALSE” (Synplify Pro) / ”"NO”(LSE)
2. Under Map Design Strategy settings: Infer GSR = “T” (TICKED)

3. Instantiation of GSR is present in user RTL.
4

Constraint file does not contain any User selected Signal for GSR resource (If a GSR_NET constraint is specified and a GSR
component is already instantiated, the constraint is ignored).
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cedata_a®— ki I B - . - i \
cedata_a_pad . = { cesubmultiplier gplare:
Lo subpll ) b
= { 11inelk a . !
cedata_b i s [ T B | ~Srdoutls: 2]
cedata_b_pad out _Tock_ : G:rdout_pad[5:0] out _result
e out_result_pad
out_Tock et} — — countcmp_inst
11 rst.—F = POt ! e R ETETT subcomparator._|
- 11 rst_pad countn Lt cuntemaln:0]
Pil-TSt P = R — 1t ]
D> countn_inst & e
x_RNOTE] I T z 2 el comp_inst [*=fL3:0]
osc_inst G:f_pad[3:0]
GSR| |
& count_inst .. [ ebrRADP
multrsta GSRINST [ T untenps: 0]
multrsta_pad ‘ | FD1P3IX, | T - 1%
dpllinclic £_e[3:1 =
T n rstrew_c o
—— s o LUT4_7F80 o JE <
rstnew_pad ] G:x[3:0] ramdpx
; ED-
rdon L “2 Ry {‘os_\[ out_lock
rdon_pad ‘ X_RNOL3] out_lock_pad
o ]
wron_pad [ wrazers |
Nigwys B
1 LL}-
x_RNOL2]
LUT4_6666
1 —[;[")
x_RNOC1]

Figure 2.14. Instantiated GSR Netlist

2.4. LSR (No GSR)

LSR (local set/reset) specifies that no GSR is to be used, that is, that all resets use local routing resources instead of using the
GSR resource. If the user needs to check the timing for their reset net, GSR is not the best option as it is not timed by the
timing analysis tool. LSR is included in the timing report and can be used by the user instead of GSR. To use the LSR usage
case there must be no GSR instantiated in the design, no GSR_NET constraint specified, and the software settings used do
not infer any GSR resource.

Required setting are stated as below:
Under Synthesis Design Strategy settings for GSR: Force GSR = “FALSE” (Synplify Pro) / ”NO”(LSE)

2. Under Map Design Strategy settings for GSR: Infer GSR = “F” (UNTICKED)
3. Instantiation of GSR is not present in user RTL.
4. Constraint file does not contain any user selected signal for GSR resource.
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3. Controlling GSR in Module/Component level

This section contains details on how to control the behavior of GSR usage on a module or component level. In some cases,
we wanted to allow a section of the design to continue functioning whenever a reset is asserted. Controlling the GSR with the
use of attributes to prevent influence of the GSR resource to a particular component or module. Similarly, it is also possible
for a component or a module to response to the GSR even if the component/module reset is different with the inferred GSR
case.

3.1. GSR Attribute Syntax and Values

By default, all Lattice primitives responds to the GSR signal if it is present, hence users must specify which component/module
in the design must be altered in terms of responding with the GSR resource. The available values are shown below:

e  ENABLED — This is the default value on most library elements. This allows module or component to respond to GSR.

e DISABLED — This prevents the hierarchy or element from responding to the GSR value.

The syntax of the attributes is shown below:

Verilog Syntax — Synplify

module [module_name] (<ports>) /* synthesis GSR="[value]"*/;

VHDL Syntax

ATTRIBUTE GSR : string;

ATTRIBUTE GSR of [component_instance]: label IS "[value]";
or

ATTRIBUTE GSR : string;

ATTRIBUTE GSR OF [module_name]: entity IS "[value]";

Verilog Example Code:

osca_test ( HFOUTEN(l

clk

CLKIN (clk

tmp_count

en_a
tmp_count <=

Figure 3.1. Example Verilog design that uses GSR attribute
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VHDL Example Code

l:’ top_file_simp.v

Figure 3.2. Example VHDL design that uses GSR attribute

To verify that the Attributes are properly propagated, check the *.vm file found in the design directory. For Example, In the
below *.vm file we can see that the PCLKDIV’s GSR response is Enabled, and Disabled respectively based on the attribute
value set on above example codes:

[~ projectd_impl_1.vm E3
259 ) A
defparam \tmp_count_RNO_D[S] LINIT="0x4000";
ff R4T:24
PCLEDIV pll_test {
.CLEIN(clk),
.CLEOUT (pclk_i),
.LSRPDIV (VCC) ,
.PCLEDIVTESTINEZ (GND),
.PCLEDIVTESTINEL (GND),
. PCLEDIVTESTINFPO (GND)

)i

defparam pll test.DIV_PCLEDIV = "X4";

defparam pll test.GSR = "ENABLED";
- £/ a47:17
273 0OSCA osca test | v
< >

Figure 3.3. GSR enabled on PCLKDIV checked in *.vm
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= projectd_impl_1.vm E3 lzlz‘
218 ) ; ~
219 defparam \tmp_count_RNO_O [3] .INIT="0x4000";

220 // @l0:e61

221 PCLEDIV pclk div (

222 LCLEIN(clk),

223 .L3RPDIV (GND),

224 .PCLEDIVTESTINPZ (GND),
225 .PCLEDIVTESTINP1 (GND) ,
226 .PCLEDIVTESTINPO (GND) ,
227 .CLEOUT (pclk)

228 );

229 defparam pclk div.DIV_PCLEDIV = "X2";
220 defparam pclk div.GSR = "DISABLED";
231 // elo:54

232 o3Cch clk osC | b
< >
lormal - length: 5,017 lines: 242 Ln:1 Col:1 Pos:1 Windows (CRLF)  UTF-8 INS

Figure 3.4. GSR disabled on PCLKDIV checked in *.vm
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4. GSR Usage Guidelines

This section discusses the general guideline of when to use and not to use GSR. GSR must be used with caution and must be
used only when absolute necessary.

4.1. General Considerations

1. Use GSR when applicable with the following considerations:

e Generally safe for small size and/or low speed design.

e Consider LSR when GSR does not provide stable initialization for reset release timing sensitive logic.
e Avoid the use of GSR for reset timing sensitive designs. Instead, use LSR to get the STA covered.

2. ltisadvisable to use inferred GSR modes rather than instantiated GSR. Also, when a reset net needs to take GSR resource,
use user specified inferred GSR mode.

3. Avoid instantiated GSR mode in multiple reset designs since there is only one component.

4. Make sure GSR options are properly set to select a desired GSR mode in Synthesis and Map Design Strategy settings.

4.2. GSR Usage Guidelines for Simulation

This section tackles the common issues found in performing simulation on a design with GSR implementation. It also covers
the proper usage of GSR when performing simulation.

4.2.1. GSR Resource and RTL Functional Simulation

If the GSR resource is used as a routing replacement for one of the reset signals in a design using the Inferred GSR or User-
Specified GSR usage cases, then the functional simulation is easily implemented correctly for both the RTL (pre-synthesis)
design and the netlist (post-synthesis and post-route) versions of the design.

However, reset functionality may incorrectly be implemented during RTL functional simulation if GSR resource usage case is
an Instantiated GSR and design implements multiple resets. The Instantiated GSR causes all Lattice components in the design
to respond to the reset used for the GSR whether they are connected to that reset or not. In post-map netlist, the entire
design responds correctly to the reset used for GSR. This is because the design now consists of Lattice components that have
been modeled to take the GSR information into account as part of their functionality. The post-map design resets all elements
sensitive to GSR when the reset signal assigned to GSR is used. Even if an element is connected to a different reset, it still
resets when the GSR signal is used if it is sensitive to GSR.

If the design contains both RTL code and Lattice component instantiations, the design may need some additions to prevent
simulation problems. Verilog or VHDL simulations produce errors if there are library elements in the design that use the GSR
information and instantiations of GSR is not present in the top-level of the design. Users must instantiate the GSR component
in the top level of the design hierarchy with the instance name of GSR_INST if the design contains any instantiation of library
elements that are affected by the GSR settings (sequential and memory components in general).

Note: Errors from the simulation tool are generated if the instantiation of the below primitives is not present.

GSR Verilog Example:
GSR GSR_INST (.GSR N (<global reset sig>), .CLK(<clock signal>));
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GSR VHDL Example:
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= p_file_tf.v

0] result;

.result (result)

Figure 4.1. Example code for Verilog test bench
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i Start Page i B! top_file_tf_vhdLvhd

Figure 4.2. Example code for VHDL test bench

In general, The GSR instantiation in testbench is required when RTL design is composed of Lattice Components/Primitives
that requires a GSR net connection in its simulation model. Some of examples of these components are 10/DDR, Registers,
DSP, and Hard Ips (like PCle, SGMII, DPHY). It is also required if a Netlist simulation (post-synthesis and post-route) is
performed as it contains synthesized and translated primitives from the User RTL. The best place to add the GSR is the

testbench, do not instantiate the GSR primitive in the RTL unless it is needed.
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cac_library > simulation » verilog » Hepnx

Name

W iacif
W izctifo_

& init_Immi_m
& init_lmmi_e

W init Immi mu

[ C\lsectradiant\2022.1{official)\cae._library\simulation\verilog\Ifcpnx\IDDRX2.v - Notepad++ —

File Edit Search View Encoding Language Settings Tools Macro Run Plugins Window ?

o= E B
U\DDHXZVEI

= | |8t % % % |E

input SCLE;
(*\desc = "
input RST
(*\desc =
input ECLEK;
(*\desc = "T
input ALIGNWD;
(*\desc = "
output Q0
(*\desc =
output 01;

(*\desc = "Parallsl data
output Q2;
(*\desc = "
output Q3;

. \pintype =

\pintype = '

al is

arallel data

arallel data Q0, Q2 are

arallel data

(* \desc = "
parameter GSR =

wire vee;

wire gnd;

IOLOGIC_CORE IOL inst(
.DI(D),
. SCLEIN (SCLK) ,

length: 4,319 lines: 129 Ln:24 Col:31 Pos: 1404 Unix (LF) UTF-8

Figure 4.3. Simulation Model Example (Lattice component where GSR is enabled)

Typically, when simulating a design that has an IP or user IP with GSR implementation, error may arise in running the

simulation as shown on the Figure 4.4.

A Transcript

Loading ovi_lifcl.ebr_cfg_in

Loading ovi lifcl.fifo new

Loading ovi_lifel .VEI

Loading ovi lifcl.VLO

*+ Error: (vsim-3043) Unresolved reference to 'GSR_INST'.

Error loading design
Error: Error loading design
Pausing macro execution

T

vsIM(paused) =

0 ps Iteration: 0 Instance: /:b/uu:/1nﬁ?/l5ccﬁramﬁdllnﬁ:/memﬁma1n/1n5:0/PRIK7KCDE/:&ADDR[IJ]JKDATA[IJ]/memﬁf1le/memlJ/LIFC'L/gen.bl).'l/gen.bl).'3/Spl€).'/SPl€K7KC-3E71n5:/EBR71n5: File: nofile Line: 227

MACRO C:\Users\cmeala\OneDrive - Lattice Semiconductor Corp\Desktop\Central Folder\CASES\Cuxxxxx-PROJECT GSR\ProjectéForGSR(ram_dq_init_hex)\ram _dq_init_hex\testdesign\par\siml\siml.mdo PAUSED at line 17

[onsto tus

|Project : sim | <No Design Loaded > [

Figure 4.4. Error encountered without GSR instantiation on design with Lattice components/primitives

© 2023 Lattice Semiconductor Corp. All Lattice trademarks, registered trademarks, patents, and disclaimers are as listed at www.latticesemi.com/legal.
All other brand or product names are trademarks or registered trademarks of their respective holders. The specifications and information herein are subject to change without notice.

FPGA-AN-02062-1.0

24


http://www.latticesemi.com/legal

Global Set/Reset Usage for Nexus Platform

Application Note

= LATTICE

The recommended resolution to this problem illustrated below:
1. Add the GSR primitive in the test bench.

2. Recompile the design.

=4 sim_th.v

Figure 4.5. Example test bench with GSR primitive instantiation

'™ ModelSim Lattice FPGA Edition 20214
File Edit View Compile Simulate Add Project Tools Layout Bookmarks Window Help

- e Compile...
Complle Options...
ColumnLayout E
SystemC Link...
[« [ [ 0 compleai
Compile Selected
Compile Order...
e tor  Comple Report... ICASES /Cxocooa PROJECT GSR ProjecttFor GSR(ram_dq_init_hex)fram_dq_
*|name Compile Summary ... statudType _|orde{Modified
[ sm_tb.v 2 verlog 2 02(02/2023 03:53:

" Verlog 1 02/01/2023
Werlog 0 01/25/202:

Figure 4.6. Showing the manual compilation of the design
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3. Start the simulation and press ‘OK’.

M Start Simulation

X
Design 1 VHDL 1 Verilog 1 Libraries 1 SDF 1 mhers} oy
¥[Name -
=l work
[1] ram_dg
1] ram_da_ipgen_lscc_ram_dg
— - - o 177 ram_da_ipgen _lscc_ram_da_core
M ModelSim Lattice FPGA Edition 2021.4 79 rem_da_ingen_teco_rem.da_inst
File Edit View Compile Simulate Add Project Tools Layout Bookmarks Window Help [ ram_da_ipgen_lscc_ram_dq_main
177 ram_da_ipgen_lsce_write_through
5 - = & oLF Start Simulation. .. e T
L=~ " Runtime Options... [ top
ColumnLayout 211 Columns N -l w14 foatfiuib |
un L3
e ‘ ’
nime J Step 3 3 . 7 |
| RS E Y # g Restart... E 5 = gl Design Unit(s) Resolution =
N D v 2l WOrPk.Th 10fs
sk S | 226

fEas End Simulation —
[#¥ = Semiconductor Corp/Desktc bmxw.mEcT GSR /Project6ForGSR{ram_dq_init_hex)jfram_dq 5 cancel
¥ Name StatuiType |Orde|Modified | —

[ sm_to.v o Verlog 2 02/02/202303:53:33...

Figure 4.7. Showing how to start simulation and selecting test bench

Note: In case ‘design unit was not found error’ is encountered, add in the necessary libraries for the simulation in libraries
window as shown below:

M Start Simulation

Design ] WHDL ] Verilog j Libraries ] SDF ] QOthers ]

Search Libraries {4 )

lfcpnx
ovi lfcpnx
ork

Search Libraries First { LF)

Figure 4.8. Showing the required libraries to compile prior simulation

4. Add the signals desire to simulate and monitor.

I ModelSim Lattice FPGA Edition 2021.4

- a X
9508 IRBO2 (0-AET| Htes B ceiLuBEc W SREEH| t 1| @ ]| ot e =
LN L i i B G E 8 B8
& mf B AL e e v 46 - e | Search > A & | L AT
= + ot 2/ [guoiecs : + x)
[op Catagory by [Totacovere | | srame
i

% e
Y r

- | | Processes tacive) EEE
o — - e = [Type (MterecfState  [order ParentPath  /Cass Info
[y [Eres B ey | G| fit
ul i x
5
| oo |
G} I

Py

| sesrchFor = [T

Figure 4.9. Adding signals for simulation

Note: Other possible mistake is having a different GSR instance name aside from GSR_INST since this is the default naming
from Lattice’s IPs.
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Figure 4.10. Wrong GSR instance name in test bench

4.2.2. Mixed Language Simulation and the GSR Resource

Compared to Diamond, Radiant does not utilize any VHDL libraries, instead, it uses the same library source files as the Verilog
libraries. If users look into the modelsim.ini file found in <radiant_directory>/modeltech (as shown below) , for example,
ovi_lifcl where “ovi_” prefix denotes that it is a Verilog logical library , and lifcl wherein missing prefix denotes that it is a
VHDL logical library; Although the naming is different, Both the ovi_lifcl , and the lifcl logical library are compiled with the
same Verilog source files.

= modelsim ini E3 | HD

9 ; Lattice Primitive Libraries* ~

ovi 1ifel = SMCODEL TECH/../lib/ovi_lifel
ovi_1fdZnx = SMODEL TECH/../lib/ovi_ lfdZnx
ovi iCE40UP = $MODEL_TECH/../lib/ovi_iCE40UP
ovi_lfcpnx $MODEL_TECH/../lib/ovi lfcpnx
ovi_ap6a00 = SMODEL_TECH/../lib/ovi_ap6a00
ovi_3d5r00 = SMODEL TECH/../lib/ovi 3d5r00
ovi_1fmxc5 = SMODEL_TECH/../lib/ovi_lfmxo5
ovi_utZ4c = SMODEL TECH/../lib/ovi 1fd2nx
ovi_utZdep = SMODEL_TECH/../lib/owvi_lfcpnx

3 ovi lavat = SMODEL_TECH/../lib/ovi_ap6a00

31 | pmi_werk = SMODEL_TECH/../lib/pmi_work

32 ovi I1fmxo5-100 = SMODEL_TECH/../lib/ovi_ 1fmxo5-100
; VHDL Section

W N

i

DM MM R MR R MR R
it b 3 i

1ifel = $MCDEL_TECH/../lib/lifcl

1fdZnx = $MODEL_TECH/../lib/lfd2nx

iCE4QUP = $MODEL_TECH/../lib/iCE40UP

38 lfcpnx = $MODEL_TECH/../lib/lfcpnx

39 utZ4c = SMODEL TECH/../lib/lfdZnx

40 ut24cp = SMODEL_TECH/../lib/lfcpnx

41 1fmxo5-100 = $MODEL_TECH/../lib/lfmxo5-100 v

length: 12,199 lines: 338 Ln:19 Col:30 Pos:616 Unix (LF) UTF-8 INS

Figure 4.11. modeltech.ini (modeltech/lib is where users can find the logical libraries)
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+ A This PC Windows (C) lscc radiant 2022.1(official) cae_library simulation verilog

Name - Date rr C Type Size

| § apbal0 M Fil T
B ap6ad0a Fil T
Fil T
Fil T
Fil r
Fil T
Fil T
Fil T
Fil T
Fil T
Fil T
Fil T
Fil T
B uaplatform Fil 4
B ut2dc Fil T
B ut?dcp /8 M File folder

Figure 4.12. Radiant’ s Verilog Source Libraries

R This PC Windows (C:) Iscc radiant » 2022.1(official) cae_library simulation
Name - Date modified Type Size

22 W File folder

File folder

B scripts 1
B verilog 1

2
2

Figure 4.13. Radiant does not have a VHDL source library

With the above information, the ability to simulate GSR resource is simplified when using either Verilog and/or VHDL. In
Diamond, this is not the case as the GSR resource is handled differently in Verilog and VHDL, Verilog simulation models access
the GSR state by referring to a signal inside the GSR component that must be instantiated at the top level of the design and
VHDL simulation models access the GSR state by referring to a signal in a package that is used by the model.

In general, RTL, Post-Synthesis, and Post-Route simulation encounters the same issue as described in a single language design,
a GSR instantiation should be utilized in the testbench specially if lattice components that utilize the GSR resource are used
in the design to avoid error seen in Figure 4.4.

4.2.3. Library Compilation on 3rd party Simulator

As discussed on the previous section, simulation fails due to the presence of GSR instance that should be declared from the
library or test bench. This is a common issue experiencing when simulating IPs that has GSR implementation. In this section
it covers some guideline on how to compile the user design to be able to run simulation using 3rd party tool.

The Radiant tool has tcl script called “cmpl_libs” to help the user compile the libraries for the 3rd party simulators.

This is located at /<Lattice_Radiant_Install_path>/cae_library/simulation/scripts/cmpl_libs.tcl. Inside the script it has full
description of its usage as shown below.

cmpl libs.tcl -sim path <sim path> [-sim vendor {mentor<default>|cadencel|aldec}] [-
device {ice40up|lifcl|lfcpnx|lfd2nx|lfmxo5|ap6a00|ut24c|ut24cplall<default>}] [-
target path <target path>]

More information can be found on the Radiant help: User Guides > Simulating the Design > Third-Party Simulators

Example problem in using Xcelium 20.09.004:

Error received after compiling libraries:

xmelab: *E,CUVMUR (./pciphy/rtl/pciphy.v,5560[24): instance

'tb_top.u pciphy@pciphy<module>.lscc mpcs top inst@pciphy ipgen lscc mpcs_ top<module
>.u pcsrefmux' of design unit 'PCSREFMUX' is unresolved in
'worklib.pciphy ipgen lscc mpcs_top:v'.
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GSR GSR_INST (.GSR N(reset n), .CLK(mpcs clk));
|
xmelab: *E,CUVMUR (./pciphy/testbench/tb top.v,1747|11): instance 'tb top.GSR INST'
of design unit 'GSR' is unresolved in 'wgrklib.tb_top:v'. B B
xrun: *E,ELBERR: Error during elaboration (status 1), exiting.
e Solution: performing library compilation using xrun -v_version -f <script> solves the issue.
Sample script:
-reflib /home/<user>/<folder>/lfcpnx -reflib /home/<user>/<folder>/uaplatform
./ ./testbench/tb top.v
-y ././rtl
-y ././misc
-y /././testbench
-incdir ././rtl
-incdir ././misc
-incdir ././testbench
-libext .v
-svV

Commands to run the script: xrun -v XCELIUM20.09.004 -f run xcelium

Note: This is a similar case across third-party simulators wherein compiling the necessary libraries solves the GSR instance
issue.

4.3. GSR Usage with Reveal

When debugging a design with GSR implementation using Reveal, users need to take certain considerations into account.

Reveal is a powerful tool that allows users to trace signals routed to the fabric. However, when Reveal is inserted into a design

with GSR, there are certain things to consider.

e Attribute to Disable GSR: Synthesis tools automatically add an attribute to disable GSR on the Reveal core when it is
inserted into the design (See Figure 4.14). This attribute ensures that the Reveal debugging process does not interfere
with the GSR implementation.

fpga_top_lao
.clk (clk),
.reset n reset n),
Jjtek (jtek),
.jrstn (jrstn),
.jce2 (jce2),
.jtdi (jtdi),
.er2_tdo er2_tdo),
.jshift (jshift),
.jupdate jupdate),
.trigger din @ (trigger din 0),
.trace_din trace_din),
.ip_enable ip_enable

object /*
object
pragma

Figure 4.14. Synthesis attribute in Reveal Core for disabling GSR

e Trace Signal Routing: With Reveal, users can trace signals within the design's fabric, gaining insights into the signal flow
and identifying any potential issues. Ensure to exclude hard routes or routes with physical restrictions so that Reveal
provides a clear view of the signal path.

e Reveal error: In Radiant versions 2023.1 and earlier, users may experience unexpected issues with the Reveal tracing.
Please refer to Appendix A. Workarounds for Reveal with GSR Issues.
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4.4. GSR hardware in FPGA

This section discusses the functional block diagram of GSR and its signal functions. The GSR hard block does not have
configuration logic, but it uses logic gates to generate similar logic to configure the GSR_N. The Nexus Platform GSR uses
synchronizers to enable synchronous reset application. By default, in hardware, GSR functions as an asynchronous reset.

SYNC MODE
* 0
—1» GSR_OUT
GSR_N > —1
SYNC
FF
CLK ——

Figure 4.15. GSR_N functional block diagram

Figure 4.15 shows how the logic gates configure the GSR_N (input) into either Synchronous GSR or Asynchronous GSR. If the
SYNC MODE is set to ‘0’ or set to asynchronous, the GSR_OUT directly uses the value of the GSR_N input. On the other hand,
if the SYNC MODE is set, the GSR_N is the input for the internal synchronizer circuit with respect to the applied user clock. In
this mode, the reset is only activated at the clock edge. Note that the CLK is not needed if set as ASYNC.
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Appendix A. Workarounds for Reveal with GSR Issues

In Lattice Radiant versions 2023.1 and earlier, Reveal contained a structural issue which resulted in undesired behavior and
inability to capture trace data. This is indicated by error message “core0 incorrect pattern readout” as shown on Figure A.1.

@3 Reveal Analyzer X

more details on Failure Points (1) to (6).

g ERROR: coreQ incorrect pattern readout. See Reveal Troubleshooting Guide fer

oK

Figure A.1. Reveal Analyzer error when using GSR reset as trigger source

To confirm, an initial check can be done to verify whether the Reveal core has successfully added the attribute to disable GSR.
Follow these steps:

Navigate to the implementation folder (i.e., impl1) of the Radiant project.

2. Within the implementation folder, locate the reveal_workspace folder.
3. Inthe reveal_workspace folder, find and open the file named *_la0_inst.v.
4. Inside this RTL-generated file of Reveal, please verify if this line “object /* synthesis GSR=DISABLED */” is present just

below the module instantiation.

= countersbit_la0_instv E3 ‘
7 /* WARNING - Changes to this file should be performed by
8 Tcr modifying the .LPC file and regenerating the re.  OY
to inconsistent simulation and/or implemenation results

10

11 [Hcounter8bit_la0 (

12 .clk (clk),

13 .reset_n (reset_n),

14 .jtek (3tck) ,

15 .jrstn (jrstn),

16 .jee2 (jee2),

17 .jtdi (jtdi),

18 .er2_tdo (er2_tdo),

19 .jshift (jshift),

20 .jupdate (jupdate) ,

21 .trigger_din 0 (trigger_din 0),

22 .trace_din (trace_din),

Z3 .ip_enable (ip_enable)

24 )

25

26 object /* synthesis GSR=DISABLED */

27 object /* synthesis UGROUP=“counter8bit la0 core” */

28 pragma // attribute UGROUP “counters8bit la0_core”

29 H

Figure A.2. Sample Reveal RTL instance

If the synthesis attribute that disables GSR is successfully added but error persist, follow these steps:
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From Synthesis Strategy Options, set Force GSR to FALSE (For Synplify Pro), No (For LSE).

Synthesize Design Name Type
[=] Constraint Propagation

Figure A.3. GSR Synthesis Strategy Setting for Synplify Pro

FS

= Synthesize Design Name Type

| | N -
Constraint Propagation Fix Gated Clocks TF =

—
Synplify Pro
ynplty Force GSR
LSE
1 il trozed O T/L

Figure A.4. GSR Synthesis Strategy Setting for LSE

Uncheck/Untick MAP Infer GSR.

[ Ignore Constraint Errors T/F

LSE
— . Infer GSR T/F
- Post-Synthesis

= Post-Synthesis Timing Analysis Report Signal Cross Reference  T/F

- éMap Design i Report Symbol Cross Reference  T/F

Man Timina Analveic

Figure A.5. GSR Map Design Strategy Setting

Remove any GSR instantiation from user RTL. (i.e., //GSR GSR_inst (.CLK(clk_125), .GSR_N (perst_n_i));).
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For more information, refer to:

e Lattice Radiant Software User Guide.

e Lattice Nexus Platform website

e Lattice Radiant FPGA design software

e Lattice Insights for Lattice Semiconductor training courses and learning plans
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Technical Support Assistance

Submit a technical support case through www.latticesemi.com/techsupport.

For frequently asked questions, please refer to the Lattice Answer Database at
https://www.latticesemi.com/Support/AnswerDatabase.
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